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Abstract

We present an algorithm for model-based reinforcement learning that combines
Bayesian neural networks (BNNs) with random roll-outs and stochastic optimiza-
tion for policy learning. The BNNs are trained by minimizing a-divergences,
allowing us to capture complicated statistical patterns in the transition dynamics,
e.g. multi-modality and heteroskedasticity, which are usually missed by other
common modeling approaches. We illustrate the performance of our method by
solving a challenging benchmark where model-based approaches usually fail and by
obtaining promising results in a real-world scenario for controlling a gas turbine.

1 Introduction

In model-based reinforcement learning, an agent uses its experience to first learn a model of the
environment and then uses that model to reason about what action should be taken next. We consider
the case in which the agent observes the current state s;, takes some action a, and then observes the
next state s; 1. The problem of learning the model corresponds then to learning a transition function
that determines the value of s;; as a function of s; and a. More generally, we will desire a stochastic
transition function p(s;41|s¢, a) specifying the conditional distribution of s, 1 given s; and a.

When the state space is continuous, popular modes for transition functions include Gaussian processes
[16} 12 (3], fixed bases such as Laguerre functions [21], and adaptive basis/neural networks [3]]. In
the latter two cases, a deterministic transition model is generally made stochastic by the addition of
some Gaussian noise to the final output. Thus, while these models can capture complex deterministic
functions, they are extremely limited in the kinds of stochasticity—or transition noise—that they
can express. In particular, in many real-world scenarios stochasticity may often arise due to some
unobserved environmental feature that can affect the dynamics in complex ways (such as unmeasured
gusts of wind on a boat). Bayesian neural networks (BNN5s) are uniquely suited to capture stochastic
transition dynamics with complex structure. Recently, numerous works have developed efficient
inference approaches for BNNs, including variational methods [2| 6], probabilistic backpropagation
[9] and Markov Chain Monte Carlo methods [1, 25]].

We take advantage of a very recent inference advance based on a-divergence minimization [10]] to
learn BNN transition functions that are both scalable and expressive. We focus on the off-policy
batch reinforcement learning scenario, in which we are given an initial batch of data from an already-
running system and are asked to find a better (ideally near-optimal) policy. Such scenarios are
common in real-world industry settings such as turbine control [17]], where exploration is usually
restricted to avoid possible damage to the system. We propose an algorithm that uses random roll-outs
and stochastic optimization for learning such an optimal policy from the predictions of BNNs. The
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Figure 1: Solution for the minimization of the a-divergence between the posterior p (in blue) and the
Gaussian approximation ¢ (in red and unnormalized). Figure source [13]].

resulting approach for policy search produces (up to our knowledge) the first model-based solution
of a 20-year-old benchmark problem: the Wet-Chicken [20, 8]]. Additionally, we also obtain very
promising results on a real-world application on controlling gas turbines.

2 Background

Model-Based Reinforcement Learning In this work we consider reinforcement learning problems
in which an agent acts in a stochastic environment by sequentially choosing actions over a sequence
of time steps, in order to maximise a cumulative reward. We assume that our environment has
some true dynamics Tye(St+1]s,a), and we are given some cost function ¢(s;). In the model-
based reinforcement learning setting, our goal is to learn an approximation Typprox (S¢+1(s, @) for the
dynamics Ty (St+1]S¢, a) based on collected samples (s, a, s;+1). The agent then tries to solve the
control problem in which T, is assumed to be the true dynamics.

Bayesian Neural Networks. Given data D = {x,,, y,, })_,, formed by feature vectors x,, € R”
and targets y,, € R™, we assume that y,, = f(x,,; W) + €,,, where f(-; W) is the output of a neural
net with weights YW. The network output is corrupted by additive noise variables €, ~ N(0,T)
with diagonal covariance matrix I'. The network has L layers, with V; hidden units in layer [,
and W = {W,}L_, is the collection of V; x (V;_1 + 1) weight matrices. The +1 is introduced here
to account for the additional per-layer biases. The activation functions for the hidden layers are
rectifiers: p(z) = max(z,0). Let Y be an N x K matrix with the targets y,, and X be an N x D
matrix of feature vectors x,,. The likelihood is then
N N K
p(Y W, X,T) = [ plyn | W,T) :HH (Ynk | £ (X3 W), T) . M
n=1 n=1k=1
We specify a Gaussian prior distribution for each entry in each of the weight matrices in W:
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where w;;; is the entry in the i-th row and j-th column of W; and A is a prior variance. The posterior
distribution for the weights W can then be obtained by applying Bayes’ rule: p(W |D,T',\) =
p(Y W, X, T)pW | N)/p(y | X,T', ), where p(y | X, T, \) is a normalization constant. Given a
new input vector X,, we can then make probabilistic predictions for the output y, using the predictive
distribution given by

p(ys | %0, DT, A) = /N(y* | F(%e; W), T)p(W | D, T, A) dW . 3)

The exact computation of (3) is intractable in practice and we have to use approximations.

a~divergence minimization. We approximate the exact posterior p(WW) = p(W | D, T', \) with the
factorized Gaussian distribution
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where the approximation parameters m;; ;, v;;,; are determined by minimizing a divergence (distance)
between the true posterior p and the approximation q. After fitting g, we can make probabilistic
predictions by replacing p with ¢ in (3). We aim to adjust ¢ by minimizing the a-divergence between
p and q [13]:

Dulplld = oy (1= [ s0W7a0m) =) aw, )

which includes a parameter « € R that controls the properties of the optimal ¢. Figure[I|shows for
the one-dimensional case that, as o changes from values smaller than 0.5 to values larger than 0.5,
q changes from fitting a local mode to covering the whole posterior p. When o = 0, the solution
obtained is the same as with variational Bayes (VB) [22} 2]].

The computation of (5) is infeasible in practice. Instead, we follow [10] and minimize a sum of
local a-divergences, with one local a-divergence for each of the IV likelihood factors in (T)). Since
q is Gaussian and p(WW|)) is also Gaussian, we represent g as ¢WV) oc f(WV)Np(W|X) where
f is a Gaussian factor that approximates the geometric mean of the IV likelihood factors in (IJ).
We then minimize the sum of local a-divergences given by 22[21 Du[pnllg], where p,(W)
p(¥n | W, xn, I')qg(W)/ f (W) represents the distribution obtained by replacing the n-th copy of f in
g with the n-th exact factor in (I).

The energy function

Eo(q) = —log Z(q ii log E, [(%)T , (6)

can be shown to have the same stationary points as the previous sum of local a-divergences [[10].
Therefore, in practice we minimize (6)), where f is in exponential Gaussian form, that is,
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and log Z(q) is the logarithm of the normalization constant of the exponential form of ¢, that is,

L V, Vit

2
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The hyper-parameters I and A can be tuned by minimizing (6). The scalable optimization of this
energy function is done in practice by using using stochastic gradient descent. For this, we subsample
the sum over IV data points in (6] using minibatches and approximate the expectations over ¢ with an
average over K samples drawn from q. We can then use the reparametrization trick [[11]] to obtain
unbiased stochastic gradients from the resulting stochastic approximator to ().

It can be shown that minimizing (6) when av — 0 is equivalent to adjusting ¢ by VB [10]. Therefore,
when we use VB to adjust ¢ we obtain solutions that tend to fit locally only one of the modes in
p, as illustrated in Figure[I] This is a well known property of VB. However, as our experiments
show, this local fit of VB results in predictive distributions that lack flexibility and are unable to
capture complicated patterns, e.g. heteroskedasticity or multi-modality. In model-based reinforcement
learning, capturing such complicated patterns in the dynamics can be important for learning optimal
control policies. In this work, we empirically show that, by minimizing (6) using o = 0.5, we can
actually capture the aforementioned complicated patterns with high accuracy. The reason for this is
likely to be the fact that o = 0.5 achieves a balance between tendencies to fit locally and globally p,
as shown in Figure|l| Interestingly, in [[LO], it is observed that o = 0.5 often produces higher test
log-likelihood than oo = 0 or & = 1 in regression problems with Bayesian neural networks.

3 Model-based policy search with Bayesian neural networks

We now describe a model-based policy search algorithm that uses the Bayesian neural networks from
the previous section. Model-based policy search methods include two key parts [4]]. The first part
consists in learning a dynamics model from data in the form of state transitions (s, at, S¢+1), where
s¢ denotes the current state, a; is the action applied and s;; is the resulting state. The second part
consists in learning the parameters VW, of a deterministic policy function 7 that returns the optimal
action a; = 7(s;; Wi ) as function of the current state s;.



We first learn a Bayesian neural network for the dynamics. Afer this, we learn a policy by minimizing
the expected cost with respect to the probabilistic predictions of the Bayesian network. The expected
cost is obtained by averaging over multiple roll-outs: Given a starting state sy, we simulate the evolu-
tion of the system over a fixed horizon T using the probabilistic predictions of the Bayesian network
and the actions produced by the current policy. This procedure allows us to obtain performance
estimates for any particular cost function. If model, policy and cost function are differentiable, we
are then able to tune W,; by gradient descent over the roll-out average.

In this work, we assume the underlying true dynamics are a stochastic system governed by the
predictions of the Bayesian network:

p(seanlse, ar) = / N (ea1] (st a; W), T)g(W) dw , ©)

which is obtained by replacing in the right-hand side of (EI) Vi Wwith s;11, X, with s; and a;, and
the true posterior on VV with its approximation ¢. In practice, instead of predicting s;, we predict
Ay = siy41 — s¢ which usually produces better results. We also encode the policy function 7 using
a deterministic neural network parameterized by weights W,..

We assume that the actions are continuous and that we are given a cost function c(s;). In the policy
search phase, our goal is to minimize the expected cost over a finite horizon 7":

JOVe) = B[S, efst)] - (10)

we approximate as follows, by using (9) and replacing a; with 7(s¢; Wy ):
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In the first line in this expression, we use the assumption that the dynamics are Markovian with
respect to the current state and the current action. In the second line we use @I) In the third line,

s;{WI""’Wt}’{el""’et}’w” is the state that is obtained at time ¢ in a roll-out generated by using a
policy with parameters VW, and a sequence of deterministic transition functions given by neural
networks with sets of weights Wi, ..., W, and with noise values €1, . . ., €; added to their output. In
the last line we have approximated the integration with respect to Wy, ..., Wr, €1,...,€er and sg
by averaging over K samples of these variables. To sample sg, we draw this variable uniformly at
random from the available transitions (s¢, at, s¢+1). Note that in the second line of we sample a
different W, for each ¢ instead of sampling a single W that is reused at each time step. By doing so,
we assume that the true dynamics have complicated stochastic patterns that no single ¥V can describe.

The expected cost (I0) can then be optimized by stochastic gradient descent using the gradients of
the Monte Carlo approximation used in (TT). Algorithm [I]computes this Monte Carlo approximation.
The gradients can then be obtained using automatic differentiation tools such as theano. Note that, in
Algorithm instead of sampling a new W at each roll-out step, we only sample K different values
for W at the beginning of the roll-out. We then choose randomly one of these K samples at each
roll-out step. This increases the efficiency of the algorithm implementation in theano and, when using
GPUs, it reduces the cost of transferring the random samples for W to the GPU. Note that the outer
loop over K can be trivially parallelized because each roll-out is independent of each other.

4 Experiments

4.1 Flexibility of predictions of BNNs

We evaluate the predictive performance of Bayesian neural networks trained by minimizing (&) with
o = 0.5 in two simple regression problems. The first one is characterized by a bimodal predictive



Algorithm 1 Model-based policy search with Table 1: Results on bi-modal problem

probabilistic neural networks. Method RMSE  Log-likelihood
I: Input: D = {s,,a,,A,} forn € 1.N 0=05 523 211
2: Fit (W) and T by optimizing (6). a=10-5 510 305
3: function UNFOLD(sg)
4: sample{ Wy, ... W, rom q(W .
5: C £ K{c(sl(; ) i} from (W) Table 2: Results on heteroskedastic problem
6: fork=1:Kdo -
Meth RMSE Log-likelih
7. fort—0:T do ethod S og-likelihood
8: j ~ Unif({1, .., K}) a=05 187 -1.73
9: At — f(st7 7T(St§ Wﬂ_); WJ) a=10" 1.88 -2.05
10: e~N(0,T)
1 St41 ¢St + Ay te Table 3: Results on WetChicken benchmark
12: C+ C+c(se1)
13: St < St41 Method Reward Log-likelihood
14: return C/K a=05 263 0.10
15: Fit Wy, by optimizing & >N uNFoLD(s,,) a=10"° 225 -2.90
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Figure 2: Results on the toy problem. Left, training data (blue points) and ground truth functions
(red). Middle, predictions generated with o = 0.5. Right, predictions generated with o = 1076,

distribution. The second is characterized by a heteroskedastic predictive distribution. In the latter
case the magnitude of the noise in the output changes as a function of the input.

In the first problem € [—2,2] and y is obtained as y = 10sinz + e with probability 0.5 and
y = 10 cos = + €, otherwise, where € ~ A(0, 1) and € is independent of z. The plot in the top left
of Figure [2 shows a training dataset obtained by sampling 1000 values of x uniformly at random.
The plot clearly shows that the distribution of y for a particular x is bimodal. In the second problem
@ € [—4,4] and y is obtained as y = 7sinx + 3| cos(x/2)|e. The plot in the bottom left of Figure 2]
shows a training dataset obtained with 1000 values of x uniformly at random. The plot clearly shows
that the distribution of y is heteroskedastic, with a noise variance that is a function of x.

We fitted a neural network with 2 hidden layers and 50 hidden units per layer using Adam with its
default parameter values, except for the learning rate, which takes value 0.01 in the first problem
and 0.002 in the second problem. We used minibatches of size 250 and 1000 training epochs.
To approximate the expectations in [f] we draw K = 50 samples from ¢g. We only updated the
randomness in the posterior samples from ¢ once every 10 minibatches. This reduced the variance in
the stochastic gradients and helped the method converge to lower values of the energy. We compared
with o = 1075, which is equivalent to variational Bayes.

The plots in the middle of Figure 2] show the predictions obtained with o = 0.5. In this case, the
predictive distribution is able to capture the bimodality in the first problem and the heteroskedasticity
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Figure 3: From left to right, predictive distribution of a BNN vs. ground-truth for different values of
¢, one column for each value of y;. Top row: predictive distribution of a BNN with oo = 0.5. Bottom
row: predictions of a BNN with o = 1076.

pattern in the second problem. The plots in the right of Figure [2]show the predictions obtained with
a = 1075, which converges to suboptimal solutions in which the predictive distribution has a single
mode (in the first problem) or is homoskedastic (in the second problem). Tables |I| and |Z| shows the
average test RMSE and log-likelihood obtained by each method on each problem. In the first problem,
a = 10~° focuses on minimizing the test error, while o = 0.5 produces better log-likelihood values.
These results show that Bayesian neural networks trained with o = 0.5 can model very complicated
predictive distributions, which may be multimodal and heteroskedastic.

4.2 Wet-Chicken benchmark

We now evaluate the performance of policies learned using the approach from section | with o = 0.5.
For this, we consider the Wet-Chicken benchmark [20, 8], a challenging problem for model-based
policy search that presents both bi-modal and heteroskedastic transition dynamics. We will use the
two-dimensional version and extend it to the continuous case.

In this problem, a canoeist is paddling on a two-dimensional river. The canoeist’s position at time ¢ is
(¢, y¢). The river has width w = 5 and length [ = 5 with a waterfall at the end, that is, at y; = I.
The canoeist wants to move as close to the waterfall as possible because at time ¢ he gets reward
r¢ = y;. However, going beyond the waterfall boundary makes the canoeist fall down, having to start
back again at the origin (0, 0). At time ¢ the canoeist can choose an action (a¢ ;, ary) € [—1,1]2
that represents the direction and magnitude of its paddling. The river dynamics have stochastic
turbulences s; and drift v, that depend on the canoeist position on the x axis. The larger x, the larger
the drift and the smaller x;, the larger the turbulences. Therefore, x; determines the trade-off between
stochasticity and drift. The underlying dynamics are given by the following system of equations.
The drift and the turbulence magnitude are given by v; = 3z;w ™! and s; = 3.5 — vy, respectively.
The new location (x4 1,¥:+1) is given by the current location (¢, y;) and current action (a5, @t )
using

0 if xr4ar,. <0
0 if i1 >1

if zi4at. >w
¢ + ay,. otherwise

0 if gt+1 <0
; Y1 =40 it g1 >1 (12)
Ut+1 otherwise

Tt+1 =

where 41 = ¥, + (ar,y — 1) + v, + sy7 and 7, ~ Unif([—1, 1]) is a random variable that represents
the current turbulence. These dynamics result in rich transition distributions depending on the position
as illustrated by the plots in Figure[3] As the canoeist moves closer to the waterfall, the distribution for
the next state becomes increasingly bi-modal (see plots in the third column) because when he is close
to the waterfall, the change in the current location can be large, if the canoeist falls down the waterfall
and starts again at (0,0). The distribution may also be truncated uniform for states close to the
borders (see plots in the fourth column). Furthermore the system has heteroskedastic noise (see plots
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Figure 4: Costs of the policies obtained using different models for the dynamics. Blue curves show
cost over time on the training set, green curve on the validation set and red curve when evaluating the
policy on the world model. Left: results for MLP. Middle: results for Bayesian network with a = 0.
Right: results for Bayesian network with o = 0.5.

in the first and second columns). The smaller the value of z; the higher the noise variance. Because
of these properties, the Wet-Chicken problem is especially difficult for model-based reinforcement
learning methods. To our knowledge it has only been solved using model-free approaches after a
discretization of the state and action sets [8]].

To solve the problem, we train Bayesian neural networks with 2 hidden layers and 20 hidden units per
layer using o = 0.5 and o = 10~ on a dataset of size 20, 000. The resulting predictive distributions
for x4, 1 are shown in the top row of Figurefor specific choices of (2¢,y:) and (ay ¢, ay.¢). These
plots show that o = 0.5 produces distributions that are very close to the ground truth, capturing
the bi-modality and heteroskedasticity of the problem. By contrast o = 10~ fails to capture these
patterns. The test-loglikelihood, shown in Table[3] also shows that o = 0.5 performs better in this
problem.

In the next step we train a policy using Algorithm [T} We use a horizon of size T' = 5 and optimize
the policy network for 100 epochs and averaging over K = 20 samples in each gradient update.
Table [3]shows the average reward obtained when evaluating the policies generated with o = 0.5 and
a = 107% on the true dynamics. In this case, o = 0.5 performs significantly better.

4.3 Application to the control of a gas turbine

We now use Algorithm E]to learn a controller for a gas turbine [17]. The data consists of 40,000
observations of a 30 dimensional time-series. We are also given a cost function that evaluates the
performance of the current state of the turbine. The features in the time-series are grouped into
three sets: a set of environmental variables E, (e.g. temperature and measurements from sensors in
the turbine), a set of variables relevant for the cost function V; (e.g. the turbines current pollutant
emission) and a set of variables that can be manipulated A;. We assume that the effect of the
actions A; is delayed; it may take up to 5 time steps to take effect on /V;. The same occurs with
the environmental variables. We also assume that the actions A; do not affect the environmental
variables. The resulting transition model is Ny = f(FE;_s, .., By, A4_5,..A;). That is, based on past
actions and states of the environment, we try to learn a model for the reward-relevant variables.

We evaluate the performance of a particular policy by simulating a task with partial observability.
For this, we train a ground truth model fi,, on all the available data. We call this the world model.
To make fair comparisons, the world model is a non-Bayesian neural network with deterministic
weights. After training, we make the world model stochastic by adding output noise that is Gaussian
and uncorrelated. The noise variances are fixed by maximum likelihood on some validation data. We
then train a Bayesian neural network with o = 0.5 on the same data as the world model, but with
only half of the environmental features E as inputs. After this, we use Algorithm[I]to learn a policy
that is evaluated on the stochastic world model by doing roll-outs. The environmental variables F;
change very slowly but are impossible to predict. For simplicity, when we do roll-outs we assume a
constant model E; = Ej for the environmental variables.

The aim in this learning task with partial observability of the environmental variables is to learn a
policy that is robust to noise in the dynamics. This noise would be originated by latent factors that
cannot be controlled, such as the missing environmental variables.



The world model and the Bayesian neural network have two hidden layers with 100 hidden units.
The policy network is a MLP with two hidden layers including 20 hidden units. For policy training
and world-model evaluation we do a roll-out with horizon 7" = 20. For learning the policy we use
minibaches of size 10 and draw K = 10 samples from ¢. The plot in the right of Figure ] shows
the performance of the resulting policy as a function of the training epochs. The plots in the left
and middle of this figure show results for a non-Bayesian MLP and a Bayesian neural network
with o = 1076, respectively. The red curves in these plots corresponds to the policy performance
in the world model, which is never available to the methods. We can observe that the MLP, and
the @ = 107% approach to a lesser extent, produce poor results. While training and validation
performance continuously decrease, their performance in the world-model deteriorates. A validation
set is in this setting a set of starting states held out during policy training. The Bayesian network
trained with « = 0.5 produces more robust results, with training, validation and world costs that
correlate with each other.

4.4 Comparision with Gaussian processes

We now compare the predictions of Bayesian networks (BNNs) with o = 0.5 with those of Gaussian
processes (GPs). We considered the data for the Wet-Chicken and Turbine problems. We splited the
available data into training and test sets with 75% and 25% of the data. For scalability, we used sparse
GPs based on the FITC approximation [19], using a total of 150 inducing points. Table 4] shows the
average test RMSE for each method. Overall, BBNs with oo = 0.5 obtain higher test log-likelihood,
which shows that they are better at capturing the statistical properties of the true dynamics.

Table 4: Comparison with Gaussian processes

5 Related work

One prominent class of policy search algorithms

Wet-Chicken Turbine

are policy gradient techniques [[13]]. The main fo- Method RMSE LL RMSE LL
cus nowadays is an on-line model-free context [[14], a=05 1.19 -0.05 030 0.71
whereas traditionally, deterministic model-based Sparse GP 115 -1.73 032 045

techniques have been used in discrete state space
[23]. Our work can be seen as a monte-carlo model-
based policy gradient technique in continuous stochastic systems. Similar work was done using
Gaussian processes [3] or with recurrent neural networks [[18] . A gaussian process approach, while
restricted to a Gaussian state distribution, allows propagating beliefs over the roll-out procedure. More
recent work [7] augments a model-free learning procedure with data generated from model-based
roll-outs.

There have been few experiments using bayesian neural network for reinforcement learning in general.
In [2] a thompson sampling approach is used for a contextual bandits problem. The work in [24]]
combines variational auto-encoder with stochastic optimal control for visual data. Compared to our
approach the first contribution focusses on the exploration/exploitation dilemma, whereas the second
one uses a stochastic optimal control approach to solve the learning problem, whereas our work seeks
to find a parametrized policy.

6 Conclusion and future work

We have presented a novel algorithm for model-based reinforcement learning that combines two
key elements. The first one is a model for the dynamics given by a Bayesian neural network that is
trained by minimizing «-divergences. We have shown that these probabilistic networks can capture
complicated statistical patterns in the transition dynamics, e.g. multi-modality and heteroskedasticity.
Minimizing a-divergences seems to be key for capturing such complicated patterns, since other more
common approaches such as variational Bayes often produce less flexible predictive distributions.
The second key element is an algorithm that uses random roll-outs and stochastic optimization for
learning a parameterized policy. The combination of these two key elements has allowed us to solve
a challenging benchmark problem where model-based approaches usually fail and has also shown
promising results in a real-world scenario for controlling a gas turbine.

As future work we consider finding structured and interpretable policy representations. Especially for
applications where one would ideally monitor and interpret the behavior of a given policy. Another
line of research would be to explore how our findings could be applied in a model-free scenario.
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